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*Resumo*— Pretende-se neste trabalho resolver problema proposto escolhido de entre quatro possibilidades, utilizando métodos de pesquisa. Para este relatório será descrito neste artigo o problema, a formulação do mesmo, resultados e conclusões tiradas.

Keywords — Inteligência Artificial, Pesquisa, Pesquisa em Largura, Pesquisa Gulosa, Algoritmo A\*

# Introdução

Para esta entrega foi escolhida a atividade 2ª que consiste num problema do tipo n-puzzle. O objetivo deste exercício é a aplicação de métodos de pesquisa, com ênfase em métodos de pesquisa informada e no Algoritmo A\*, para resolver o conhecido problema N-Puzzle, apresentado nas aulas teóricas da disciplina.

# Formulação do Problema

Representação do estado do jogo: O puzzle irá ser representado por uma matriz de tamanho NxN dependendo nível em que N nunca é inferior a 3. Nesta matriz, todos os elementos irão ser representados por um valor que se encontra no intervalo entre 0 e (N^2) - 1, sendo que 0 representa uma posição sem qualquer elemento e todos os outros valores representam a sua posição na matriz em que o valor 1 deve estar na posição (0,0).

Estado Inicial: O estado inicial irá depender do problema escolhido. Nesta atividade é pedido que comparemos os resultados a nível de tempo e de memória dos seguintes problemas:

![](data:image/png;base64,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)

Operadores Há quatro ações possíveis: esquerda, direita, cima ou baixo. Cada uma destas ações ocorre ao trocar o elemento 0 que representa um espaço vazio com a peça que se encontra na posição adjacente na direção pretendida, logo, estas ações só são possíveis se existir um elemento na direção pretendida adjacente ao elemento 0.

Teste objetivo: O teste objetivo irá verificar se o estado atual do jogo é um estado final, sendo que este é um estado no qual todas os elementos se encontram nas suas posições na matriz e o elemento 0 se encontra na posição final desta. Por exemplo para uma matriz 3x3 a solução será:

1 2 3

4 5 6

7 8 0

Custo da solução: Neste caso, o custo de cada movimento será um. Assim sendo, o custo da solução que resolve o

problema é o número de trocas necessárias para chegar à tal solução.

# Algoritmos de Pesquisa

Neste actividade foram implementados e utilizados os três algoritmos de pesquisa propostos, sendo estes, pesquisa em largura, gulosa e algoritmo A\*. Todos têm como objetivo obter um estado solução partindo de um estado inicial.

O algoritmo de pesquisa em largura, função *breadthFirst* recebe como argumento o estado inicial do puzzle. Primeiramente, é inicializado um array que apenas possui o estado inicial e, de seguida, é executado um ciclo no qual se percorrem os estados filho do estado que está a ser verificado, ou seja, todos os estados que se encontram a apenas um movimento de distância do pai. Percorrendo os filhos, caso este seja um estado final, já foi encontrada a solução, caso contrário, se este não for um estado que tenha sido verificado, é colocado no array anteriormente falado de forma a ser analisado no futuro.

O método de pesquisa gulosa, função *greedy*, recebe como argumentos um estado inicial “initState” e uma heurística. É declarado um array “state” que é inicializado com “initialState”. De seguida, é inicializado um ciclo While enquanto o boolean “searching” for verdadeiro. Dentro do While são calculados os próximos estados possíveis e guardados numa variável para serem calculadas os valores da heurística em cada um deles e atualizar a melhor hipótese e a variável “heuristicValue” que tem em conta a heurística desejada. Em suma, neste algoritmo, é apenas considerado um próximo estado, sendo este o que possui o melhor valor depois de aplicada a heurística. Como se trata de um algoritmo não ótimo, é normal, por vezes, não encontrar uma solução e entrar num loop. Nestes casos é imprimida a mensagem: “Solution not found”.

Por fim, o algoritmo A\*, função *a\_star,* recebe um estado inicial como argumento, “initialState”. São declarados dois arrays, “front” onde cada elemento corresponde a um valor calculado pela heurística e a um estado, e “expanded” que guarda os estados que já foram expandidos. De seguida é declarado um While onde são comparados dois estados do puzzle (dois seguidos no array front) de acordo com o valor da heurística. A variável path e front são então atualizadas de acordo com o estado que possui melhor heurística. É criada uma variável “endnode” que é igualada ao último elemento de path, se este for um estado final o ciclo termina. Se “endnode” não for um estado final são calculados todos os estados atingíveis a partir de “endnode” e colocados em “newpath”. Após isto é colocado em “front” o “newpath” e em “expanded” o “endnode”.

Todos os algoritmos verificam uma condição no início da função, verificar se o estado inicial recebido é um estado final. Caso a condição seja verdadeira as funções retornam imediatamente.

# Experiências e Resultados

Descrevendo as experiências realizadas com os vários algoritmos para resolver diversos puzzles e os resultados obtidos a nível de tempo e custo da solução obtida em cada nível, assim como o número de movimentos necessários para obter tal solução, por cada um dos métodos experimentados.

**Breadth first**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Prob1 | Prob2 | Prob3 | Prob4 |
| Tempo (seg) | 0.0000 | 0.0041 | 0.0397 | 0.4220 |
| Espaço (nós visitados) | 19 | 65 | 384 | 2324 |
| Movimentos | 4 | 7 | 10 | 10 |

**Greedy – h1**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Prob1 | Prob2 | Prob3 | Prob4 |
| Tempo (seg) | 0.0000 | 0.0000 | - | - |
| Espaço (nós visitados) | 4 | 7 | - | - |
| Movimentos | 4 | 7 | - | - |

**Greedy – h2**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Prob1 | Prob2 | Prob3 | Prob4 |
| Tempo (seg) | 0.0150 | - | 0.0153 | - |
| Espaço (nós visitados) | 214 | - | 174 | - |
| Movimentos | 214 | - | 174 | - |

**A\* – h1**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Prob1 | Prob2 | Prob3 | Prob4 |
| Tempo (seg) | 0.0000 | 0.0000 | 0.5307 | 0.0151 |
| Espaço (nós visitados) | 5 | 8 | 1709 | 70 |
| Movimentos | 4 | 7 | 54 | 14 |

**A\* – h2**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Prob1 | Prob2 | Prob3 | Prob4 |
| Tempo (seg) | 0.0000 | 0.0000 | 0.0000 | 0.0619 |
| Espaço (nós visitados) | 5 | 11 | 16 | 222 |
| Movimentos | 4 | 7 | 10 | 14 |

# Conclusões e Perspetivas de Desenvolvimento

A heurística h2 é melhor que a heurística h1 no entanto ambas as heurísticas sobrestimam o custo até à solução final pois nenhuma dela considera sequências de números que estejam prontos a ser colocados no lugar certo e o puzzle que resulta após essa sequência ser percorrida. Exemplo disto é o problema 4 em que um humano consegue ver facilmente a jogada correta, trocar com o número 2, enquanto o algoritmo troca a casa fazia com o número 6.

A h2 é bastante melhor que a h1 porque apesar de não considerar isto é a mais próxima das duas a fazê-lo. Em problemas mais complexos como o problema 3, em que maior parte das peças está fora de posição, nota-se a fragilidade de h1 que é demasiado simplista para este problema.